**פתרון מועד Y**

**שאלה 1 (40 נקודות):**

בשאלה זו נשמור מאגר שירים: לכל שיר נשמור את שמו, מי האמן שכתב אותו ומי האמן האחרון שביצע אותו. לכל אמן נשמור שמו, את רשימת השירים שכתב ואת רשימת השירים שביצע.

להלן תיאור של מחלקות הקיימות במערכת ומחלקות **שעליכם להוסיף או לעדכן**, בהמשך יוצג main לדוגמה ופלט תוצאת הרצתו.

1. נתונה בהמשך באופן **חלקי** המחלקה עבור אמן (Artist):
   1. תכונות המחלקה: שם האמן, מערך השירים שכתב ומערך השירים שביצע.
   2. קונסטרקטור המקבל את שם האמן ומאתחל את שני המערכים להיות בגודל 0.
   3. מתודת getName המחזירה את שם האמן.
   4. נתונה מעטפת המתודה hasWroteSong המקבלת שיר ומחזירה true האם האמן ביצע שיר זה, אחרת תחזיר false. ניתן להניח כי המימוש של המתודה תקין ועובד, וניתן להשתמש בו (**לא נדרש לממש מתודה זו!**).
   5. נתונה מעטפת המתודה addWrittenSong המקבלת שיר ומנסה להוסיף הפניה שלו למערך השירים שהאמן כתב, ומחזירה true אם השיר הוסף למערך, אחרת תחזיר false. ניתן להוסיף שיר למערך רק אם לא קיים במערך השירים שנכתבו ע"י האמן שיר אחר עם שם זהה. במידה ומערך השירים מלא, המתודה מגדילה את גודלו פי 2. ניתן להניח כי המימוש של המתודה תקין ועובד, וניתן להשתמש בו (**לא נדרש לממש מתודה זו!**).
   6. **(4 נק') הוסיפו** את המתודה hasPerformedSong המקבלת שיר ומחזירה true אם האמן ביצע שיר עם שם זה, אחרת תחזיר false.
   7. **(6 נק') הוסיפו** את המתודה addPerformedSong המקבלת שיר ומנסה להוסיף הפניה שלו לאוסף השירים שהאמן ביצע. המתודה מחזירה true אם השיר הוסף למערך, אחרת תחזיר false. ניתן להוסיף שיר למערך השירים שבוצעו ע"י האמן רק אם לא קיים במערך השירים שביצע שיר אחר עם שם זהה. במידה ומערך השירים מלא, המתודה מגדילה את גודלו ב- 1. כמו כן, יש לדאוג לעדכן עבור השיר שאמן זה הוא האחרון שביצע שיר זה (ראו התייחסות בהמשך במחלקה Song). לצורך מימוש סעיף זה ניתן להשתמש במתודות מהמחלקה Arrays.
   8. **(5 נק') הוסיפו** את המתודה toString המחזירה מחרוזת עם נתוני האמן כפי שמופיע בפלט בהמשך.
2. נתונה באופן **חלקי** מחלקה עבור שיר (Song):
   1. תכונות המחלקה הן שם השיר, הפניה לאמן שכתב אותו והפניה לאמן האחרון שביצע אותו.
   2. **(7 נק') כתבו** את קונסטרקטור המחלקה המקבל את שם השיר, את האמן שכתב אותו ואת האמן האחרון שביצע אותו (שדה זה יכול להיות null). המתודה מאתחלת את נתוני האובייקט ותדאג גם לדברים הבאים: עבור האמן שכתב אותו, להוסיף את השיר לרשימת השירים שנכתבו על-ידו, ובדומה, עבור האמן שביצע אותו, להוסיף את השיר לרשימת השירים שבוצעו על ידו (במידה ואכן הועבר אומן מבצע).
   3. **(6 נק') כתבו** את המתודה setLastPerformer המקבלת אמן (יכול להיות גם null) ומעדכנת אותו כאמן האחרון שביצע את השיר, וכן מעדכנת עבור האמן את שיר זה ברשימת השירים שהוא ביצע.
   4. נתונה המתודה getName המחזירה את שם השיר.
   5. נתונה המתודה toString המחזירה מחרוזת עם נתוני המשתמש.
3. נתונה באופן **חלקי** מחלקה עבור מאגר השירים (SongsRepository):
   1. תכונות המחלקה: מערך האמנים ומספר האיברים מתוך המערך שבשימוש (גודל לוגי), מערך השירים ומספר האיברים מתוך המערך שבשימוש (גודל לוגי). שני מערכים אלו יגדלו תמיד פי 2 כאשר יגמר בהם המקום.
   2. מוגדר במחלקה טיפוס enum בשם eAddSongStatus אשר מגדיר ערכי הצלחה/כשלון בעת הוספת שיר למאגר.
   3. נתון קונסטרקטור המאתחל את המערכים לגודל התחלתי של 2.
   4. נתונות המתודות getArtistByName ו- getSongByName המקבלות מחרוזת המייצגת שם ומחזירות הפניה לאמן/שיר בהתאמה עם שם זה. במידה ולא קיים אמן/שיר עם שם זה, יוחזר null.
   5. נתונה המתודה addArtist המקבלת שם של אמן, ובמידה והוא עדיין אינו במאגר, מוסיפה אותו ומחזירה true, אחרת מחזירה false. המתודה מוודאת שיש מספיק מקום במערך האמנים, ובמידה שאין מגדילה אותו ב- 1.
   6. **(12 נק') הוסיפו** את המתודה addSong המקבלת שם של שיר, את שם האמן שכתב את השיר ואת שם האמן שביצע אחרון את השיר. במידה ואין אמן שביצע את השיר, תועבר לפרמטר זה מחרוזת ריקה. המתודה תנסה להוסיף את השיר למאגר ותצליח רק אם השיר עדיין אינו נמצא במאגר, האמן שכתב את השיר קיים במאגר והאמן שביצע אחרון את השיר (במידה והועבר) קיים במאגר.

המתודה תוודא שאכן קיים במאגר אמן עם שם האמן שכתב את השיר, תוודא שאכן קיים במאגר אמן עם שם האמן האחרון שביצע את השיר (במידה והועברה מחרוזת שאינה ריקה עבור האמן האחרון שביצע את השיר) ותבדוק שיש מספיק מקום במאגר להוספת השיר החדש (ותגדיל במידת הצורך).

לבסוף כשהכל תקין, תוסיף את השיר למאגר. כמו כן, המתודה תדאג להוסיף את השיר לאמן שכתב את השיר למערך השירים שלו אותם כתב, וכן במידה ויש אמן אחרון שביצע את השיר, להוסיף את השיר למערך השירים אותם ביצע.  
המתודה תחזיר ערך מהטיפוס eAddSongStatus בהתאם לאופי הכישלון או ההצלחה.

* 1. נתונה המתודה toString המחזירה מחרוזת עם נתוני המאגר.

להלן main לדוגמה:

**public** **class** Program {

**public** **static** **void** main(String[] args) {

SongsRepository repository = **new** SongsRepository();

repository.addArtist("gogo");

repository.addArtist("momo");

repository.addSong("Corona Hey!", "gogo", "gogo");

repository.addSong("Antigen sucks", "gogo", "momo");

repository.addSong("PCR rocks!", "gogo", "momo");

repository.addSong("Be Healthy Choopie-Doop", "momo", "");

System.***out***.println(repository.toString());

System.***out***.println("Repository after change:");

repository.getSongByName(  
 "Corona Hey!").setLastPerformer(repository.getArtistByName("momo"));

System.***out***.println(repository.toString());

}

}

להלן פלט עבור main זה:

The artists in the repository:

The artist gogo wrote 3 songs:

Corona Hey!

Antigen sucks

PCR rocks!

and performed these songs:

Corona Hey!

The artist momo wrote 1 songs:

Be Healthy Choopie-Doop

and performed these songs:

Antigen sucks

PCR rocks!

The songs in the repository:

The song 'Corona Hey!' was written by gogo and was last performed by gogo

The song 'Antigen sucks' was written by gogo and was last performed by momo

The song 'PCR rocks!' was written by gogo and was last performed by momo

The song 'Be Healthy Choopie-Doop' was written by momo

Repository after change:

The artists in the repository:

The artist gogo wrote 3 songs:

Corona Hey!

Antigen sucks

PCR rocks!

and performed these songs:

Corona Hey!

The artist momo wrote 1 songs:

Be Healthy Choopie-Doop

and performed these songs:

Antigen sucks

PCR rocks!

Corona Hey!

The songs in the repository:

The song 'Corona Hey!' was written by gogo and was last performed by momo

The song 'Antigen sucks' was written by gogo and was last performed by momo

The song 'PCR rocks!' was written by gogo and was last performed by momo

The song 'Be Healthy Choopie-Doop' was written by momo

**השלימו את המחלקה Artist עפ"י הנדרש בהגדרות למעלה:**

**public** **class** Artist {

**private** String name;

**private** Song[] writtenSongs;

**private** Song[] performedSongs;

**public** Artist(String name) {

**this**.name = name;

writtenSongs = **new** Song[0];

performedSongs = **new** Song[0];

}

**public** String getName() {

**return** name;

}

**public** **boolean** hasWroteSong(Song theSong) {

// this function returns true if the artists already has a song   
// with that name in hist written songs list

}

**public** **boolean** addWrittenSong(Song newSong) {

// this functions a reference adds the song if it doesn’t appear yet  
// in the list, and returns *true* if it succeed, else returns *false*.

// if the array is full, it enlarges it by \*2

...

}

**public** **boolean** addPerformedSong(Song newSong) {

**if** (hasPerformedSong(newSong))

**return** **false**;

performedSongs = Arrays.*copyOf*(performedSongs, performedSongs.length+1);

performedSongs[performedSongs.length-1] = newSong;

newSong.setLastPerformer(**this**);

**return** **true**;

}

**public** **boolean** hasPerformedSong(Song theSong) {

**for** (**int** i=0 ; i < performedSongs.length ; i++) {

**if** (performedSongs[i].getName().equals(theSong.getName()))

**return** **true**;

}

**return** **false**;

}

@Override

**public** String toString() {

StringBuffer sb = **new** StringBuffer("The artist " + name + " wrote "   
 + writtenSongs.length + " songs:\n");

**for** (**int** i=0 ; i < writtenSongs.length; i++)

sb.append("\t" + writtenSongs[i].getName()+ "\n");

sb.append("and performed these songs: \n");

**for** (**int** i=0 ; i < performedSongs.length; i ++)

sb.append("\t" + performedSongs[i].getName()+ "\n");

**return** sb.toString();

}

}

**השלימו את המחלקה Song עפ"י הנדרש בהגדרות למעלה:**

**public** **class** Song {

**private** String name;

**private** Artist writer;

**private** Artist lastPerformer;

**public** Song(String name, Artist writer, Artist lastPerformer) {

**this**.name = name;

**this**.writer = writer;

**this**.writer.addWrittenSong(**this**);

**this**.lastPerformer = lastPerformer;

**if** (**this**.lastPerformer != **null**)

**this**.lastPerformer.addPerformedSong(**this**);

}

**public** **void** setLastPerformer(Artist lastPerformer) {

**if** (lastPerformer!= **null** && **this**.lastPerformer != lastPerformer) {

**this**.lastPerformer = lastPerformer;

**this**.lastPerformer.addPerformedSong(**this**);

}

}

**public** String getName() {

**return** name;

}

@Override

**public** String toString() {

StringBuffer sb = **new** StringBuffer("The song '" + name   
 + "' was written by " + writer.getName());

**if** (lastPerformer != **null**)

sb.append(" and was last performed by "   
 + lastPerformer.getName());

**return** sb.toString();

}

}

**השלימו את המחלקה SongsRepositoryעפ"י הנדרש בהגדרות למעלה:**

**public** **class** SongsRepository {

**public** **enum** eAddSongStatus {

***Success***, ***SongAlreadyExist***, ***WriterDoesntExist***, ***PerformerDoesntExist***

};

**private** Artist[] allArtists;

**private** **int** numOfArtists;

**private** Song[] allSongs;

**private** **int** numOfSongs;

**public** SongsRepository() {

allArtists = **new** Artist[2];

numOfArtists = 0;

allSongs = **new** Song[2];

numOfSongs = 0;

}

**public** Artist getArtistByName(String name) {

**for** (**int** i = 0; i < numOfArtists; i++) {

**if** (allArtists[i].getName().equals(name))

**return** allArtists[i];

}

**return** **null**;

}

**public** Song getSongByName(String name) {

**for** (**int** i = 0; i < numOfSongs; i++) {

**if** (allSongs[i].getName().equals(name))

**return** allSongs[i];

}

**return** **null**;

}

**public** **boolean** addArtist(String name) {

Artist temp = getArtistByName(name);

**if** (temp == **null**) {

**if** (numOfArtists == allArtists.length) {

allArtists = Arrays.*copyOf*(allArtists, allArtists.length\*2);

}

allArtists[numOfArtists++] = **new** Artist(name);

**return** **true**;

}

**return** **false**;

}

**public** eAddSongStatus addSong(String songName, String writerName,   
 String performerName) {

Song temp = getSongByName(songName);

**if** (temp != **null**)

**return** eAddSongStatus.***SongAlreadyExist***;

Artist writer = getArtistByName(writerName);

**if** (writer == **null**)

**return** eAddSongStatus.***WriterDoesntExist***;

Artist performer = **null**;

**if** (!performerName.equals("")) {

performer = getArtistByName(performerName);

**if** (performer == **null**)

**return** eAddSongStatus.***PerformerDoesntExist***;

}

**if** (numOfSongs == allSongs.length) {

allSongs = Arrays.*copyOf*(allSongs, allSongs.length \* 2);

}

allSongs[numOfSongs] = **new** Song(songName, writer, performer);

writer.addWrittenSong(allSongs[numOfSongs]);

**if** (performer != **null**)

performer.addPerformedSong(allSongs[numOfSongs]);

numOfSongs++;

**return** eAddSongStatus.***Success***;

}

@Override

**public** String toString() {

StringBuffer sb = **new** StringBuffer("The artists in the repository:\n");

**for** (**int** i = 0; i < numOfArtists; i++)

sb.append(allArtists[i].toString() + "\n");

sb.append("The songs in the repository:\n");

**for** (**int** i = 0; i < numOfSongs; i++)

sb.append(allSongs[i].toString() + "\n");

**return** sb.toString();

}

}

**שאלה 2 (25 נקודות):**

**חלק א' (10 נקודות)**

להלן פונקציה רקורסיבית:

**public** **static** **boolean** foo(**int** num) {

**if** (num < 10)

**return** **true**;

**if** (num < 100)

**return** num % 10 == num / 10;

String strNum = num + "";

**if** (strNum.charAt(0) != strNum.charAt(strNum.length() - 1))

**return** **false**;

**return** *foo*(Integer.*parseInt*(strNum.substring(1, strNum.length() - 1)));

}

1. **(7 נקודות)** ציירו עץ מעקב עבור הפונקציה foo עבור num=1234321 וכתבו מה הפונקציה תחזיר עבור זימון הפונקציה עם ערכים אלו.
2. **(3 נקודות)** כתבו במשפט מה הפונקציה עושה. (שימו לב, אין להסביר מהן הפקודות המבוצעות או לתת דוגמת הרצה - כלומר אין להסביר את ה"איך").

**פתרון:**
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הפונקציה מקבלת מספר ומחזירה true אם המספר פלינדרום, אחרת הפונקציה תחזיר false.

**חלק ב' (15 נקודות)**

כתבו את הפונקציה הרקורסיבית הבאה:

**public** **static** **boolean** checkIfNumExistsExactly(**int**[] arr, **int** size,

**int** num, **int** count)

הפונקציה מקבלת מערך של מספרים, מספר המעיד על מספר האיברים במערך ושני מספרים נוספים: num ו- count.

הפונקציה תחזיר true אם המספר num מופיע במערך בדיוק count פעמים, אחרת תחזיר false.

דוגמאות:

עבור ה- main הבא עם הזימונים הבאים, יוחזרו התשובות המוצגות בהערה בסיום כל שורה:

**public** **static** **void** main(String[] args) {

System.***out***.println(*checkIfNumExistsExactly*(**new** **int**[] {1, 4, 7, 1, 2, 1}, 6, 1, 3 )); // true

System.***out***.println(*checkIfNumExistsExactly*(**new** **int**[] {1, 4, 7, 1, 2, 1}, 6, 1, 2 )); // false

System.***out***.println(*checkIfNumExistsExactly*(**new** **int**[] {1, 4, 7, 1, 2, 1}, 6, 8, 3 )); // false

System.***out***.println(*checkIfNumExistsExactly*(**new** **int**[] {1, 4, 7, 1, 2, 1}, 6, 8, 0 )); // true

}

**פתרון:**

**public** **static** **boolean** checkIfNumExistsExactly(**int**[] arr, **int** size,

**int** num, **int** count) {

**if** (size == 0)

**return** count == 0;

**if** (arr[size - 1] == num)

**return** *checkIfNumExistsExactly*(arr, size - 1, num, count - 1);

**else**

**return** *checkIfNumExistsExactly*(arr, size - 1, num, count);

}

**שאלה 3 (35 נקודות):**

**סעיף א' (15 נק'):**

כתבו את הפונקציה הבאה:

**public** **static** **int** biggestSquareWithSameValueFromPos(**int**[][] matrix, **int** row, **int** col)

הפונקציה מקבלת מטריצה של מספרים ושני מספרים שלמים row ו- col המייצגים תא במטריצה שמיקומו באינדקסים [row][col].

הפונקציה תבדוק מהו מימד **הריבוע** הגדול ביותר שמתחיל במיקום [row][col] וערכיו זהים.

שימו לב: המטריצה יכולה להיות בכל מימד NXM.

דוגמה:

עבור המטריצה הבאה והמיקום [0][1] יוחזר 2 כי החל מאינדקס זה ישנו ריבוע שערכיו זהים בגודל 2X2.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAABfCAIAAACx/WjVAAAAAXNSR0IArs4c6QAABP9JREFUeF7tXTF24jAU/N6zhCZHICcIabaiTQclHCDlHgBKOEKqbQInCCfIS7H2XbyyDcZg4MvWyP4i348ONJo/gyxhDXaUpinpEYICv0IgqRwzBeys2k6jw/G0TADKwQGJkuVTxnG6BdAzEAIZmhMgc2wmhvlkk38qXgyJhouYa3PzfTjgntUmI7cn6kQwFcmQuJpyGSr1Z1U4eQUHNIwKQufIXGnX3hfKkLPqEm0nr+CAR8FBVkllyM1V8feOho+D/PyfzQYjWphhtvuO284IcMC2RK62k8qQs6osyPg0eB/H6eoFpA0cEMTrCCOMoZ1VH9Mo8+lz9gDSAw4I4nWEkceQs2rwaE538zlt0oNP1fNDC4HggC043G4ilSFn1cPLOFsB/n4+lJf8+6Lh+KX18IIDwq0Sy5Bf0dZ+ZLj+dIED7msArQANmkiG3GK9UCGnXhyuPnkArLAraTr99IOXDGEY6eVa+BnUEyA3V3nqVmGbK6BWNdespxZqVU/CN+/WzFXNGx1bODV26fgHtnW06qJi6p+XL5IPqxoRVV9t5ep9roqIzEsPXoHeR9U1ijrazpWxHVXJkqKIoilvvuUnPADeebbCwqqEniJ6Jcp27iEHHjBLwLzSG4yhycCM1mWchOYD1/BPntFxZMhbNR3QOKbPGcSlDAQNuJ3me56fs2Kv2v1Iln/W5lrnqthNeJi9TWj3/uEQ1MIw5K1apQTbUcxrRwM+r8q9NHebDELy8b6rbvts/67JzSsMQ94qSPkhgQSfrQhJbBDXILMVoNpDggkvWxGSuiCuoWYrQOWHBCM1W6HLivq3KF+er0f7Pyoky9f5bvKGXQW3+uqaTZDbr0u5AFrETKsbmHaAfDyn/AQkuXDeHzROAmGo1wBbfcH7aCTWqlIMvW67l0Lnqj4GSKs+1apWsvXRSK3qQ/VWfRqrzGRQvlphaKNOFNBR1YnMiE7UKoSKnWCoVZ3IjOjE1ioPUQhoWEPgbSZq9jjeWcPCKnwUAh3WEBmFOHFKsxW5HEKjEBWrNFtRiCE1ClGxSrMVhRhSoxCIlcQJhsVcBe/TE6CwKAS8ynuxSl4UQq2qKSA1CqFW1RSQGoVQq+oKSI1CwL06zRRcSEzYRSEaRC0aAtqFLORFIaq8UdmK6o64wH+l6Yb9fnjeywoQfraRB3h2N5h+R5UOoFtfkO6tUj9aDljfVqkxLY2pN9PbYcGk9A2kywrfCsPw1SqYlL6B1CrfCsPwba1yzAXU+YIB4dkKgYD8dRv4EzfggPBHeIgEZO9dC3/iBhwQ/ggPoYCsVeWow91vGXsDZ/gjPKQC2s5VsMkRDgTPVkgFDN+q0nt4tkIY4L1YBc9WyAMM3yp4tkIqYPhWwbMVYgH531XYBRv8IW4+HuEBfyYIApBfrENyAfCggdfbTMCfCQIB1E0Q+K8HX4Dhz1W+lBGHq1aJs+QaIbVKrQpGgWCI6qhSq4JRIBiiOqrUqmAUCIao3aiCBw2y/8VDH+EBB5RXsoVVP+OuECeDS2bJ3OVaeNAAnq2AAwotmbtcCw8a+Liyjr32L7Vk7gQIDxrIn8WllsxZ5S+5IN8zeLbCrWQ7q+BBAzfSXbSWVzJnFTxo0IXMbn1ILZmzCh40cJOxi9ZiS+YW62mKyAVc6kVqXNdHWAOxRuUW60UfP+CuEF7DGpB8imYrujinQvrg5ipIJwqCUOA/VeBygYkYk+0AAAAASUVORK5CYII=)

עבור המטריצה הבאה והמיקום [0][0] יוחזר 5 כי החל מאינדקס זה ישנו ריבוע שערכיו זהים בגודל 5X5.
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הערה חשובה: שימו לב בפתרון לא לגרום לתעופה עקב חריגה מגבולות המטריצה.

**סעיף ב' (15 נק'):**

כתבו את הפונקציה הבאה:

**public** **static** **int** biggestSquareWithSameValue(**int**[][] matrix, **int**[] res)

הפונקציה מקבלת מטריצה של מספרים ומערך פלט של מספרים בגודל 2 ומחזירה מספר שלם.

הפונקציה תבדוק החל מאיזה אינדקס במטריצה מתחיל ריבוע מספרים עם ערכים זהים בעל המימד הגדול ביותר ותעדכן את האינדקסים במערך res (אינדקס השורה יהיה במיקום ה- 0 במערך ואינדקס העמודה יהיה במיקום ה- 1 במערך). הפונקציה תחזיר את מימד הריבוע הגדול ביותר שערכיו זהים.

דוגמאות:

![](data:image/png;base64,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)

![](data:image/png;base64,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)

**סעיף ג' (5 נק'):**

נתונות הפונקציות הבאות שאתם מוזמנים להשתמש בהן בפתרון שלכם בהמשך

**private** **static** **void** printMatrix(**int**[][] matrix) {

**...**

}

**private** **static** **void** randomMatrix(**int**[][] matrix) {

**...**

}

כתבו את גוף ה- main כך שיגדיר מטריצה של מספרים בגודל 5X5, יגריל לתוכה ערכים וידפיס אותה.  
ה- main יקרא לפונקציה שהגדרתם בסעיף ב' ולבסוף ידפיס הודעה כמו בפלט שהוצג בסעיף ב'.

**פתרון:**

**public** **static** **int** biggestSquareWithSameValueFromPos(**int**[][] matrix, **int** row, **int** col) {

**int** size = 1;

**while** (row+size <= matrix.length && col+size <= matrix[0].length) {

**for** (**int** i = 0; i < size && row + i < matrix.length; i++) {

**for** (**int** j = 0; j < size && col + j < matrix[0].length; j++) {

**if** (matrix[row + i][col + j] != matrix[row][col]) {

**return** size-1;

}

}

}

size++;

}

**return** size-1;

}

**public** **static** **int** biggestSquareWithSameValue(**int**[][] matrix, **int**[] res) {

**int** size = 0;

**for** (**int** i = 0; i < matrix.length; i++) {

**for** (**int** j = 0; j < matrix[i].length; j++) {

**int** curSize = *biggestSquareWithSameValueFromPos*(matrix, i, j);

**if** (curSize > size) {

size = curSize;

res[0] = i;

res[1] = j;

}

}

}

**return** size;

}

**public** **static** **void** main(String[] args) {

**int**[][] matrix = **new** **int**[5][5];

*randomMatrix*(matrix);

*printMatrix*(matrix);

**int**[] res = **new** **int**[2];

**int** size = *biggestSquareWithSameValue*(matrix, res);

System.***out***.println("Biggest square size is " + size + " starting from [" + res[0] + ", " + res[1] + "]");

}